How HashMap Works – 2022

**Can you explain how HashMap works with examples ?**

Case-1. Simple object with no equals() and hashCode() overridden, two instances of same object.

package com.hm;

public class Emp

{

public String name;

}

package com.hm;

import java.util.HashMap;

import java.util.Iterator;

import java.util.Map;

public class Test

{

public static void main(String[] args)

{

Emp e = new Emp();

e.name = "Deba";

Emp e1 = new Emp();

e1.name = "Piku";

HashMap hm = new HashMap();

hm.put(e, "D-1");

hm.put(e1, "P-2");

System.out.println("Total Map Contents : "+hm);

Iterator itr = hm.entrySet().iterator();

while( itr.hasNext() )

{

Map.Entry me = (Map.Entry)itr.next();

Emp emp = (Emp)me.getKey();

System.out.println(emp.name+"<--->"+me.getValue());

}

}

}

Here Output will be

Total Map Contents : {com.hm.Emp@65690726=P-2, com.hm.Emp@527c6768=D-1}

Piku<--->P-2

Deba<--->D-1

Case-2. Simple object with equals() and hashCode() overridden, two instances of same object.

package com.hm;

public class Emp

{

public String name;

@Override

public boolean equals(Object obj)

{

return true;

}

@Override

public int hashCode()

{

return 11;

}

}

package com.hm;

import java.util.HashMap;

import java.util.Iterator;

import java.util.Map;

public class Test

{

public static void main(String[] args)

{

Emp e = new Emp();

e.name = "Deba";

Emp e1 = new Emp();

e1.name = "Piku";

HashMap hm = new HashMap();

hm.put(e, "D-1");

hm.put(e1, "P-2");

System.out.println("Total Map Contents : "+hm);

Iterator itr = hm.entrySet().iterator();

while( itr.hasNext() )

{

Map.Entry me = (Map.Entry)itr.next();

Emp emp = (Emp)me.getKey();

System.out.println(emp.name+"<--->"+me.getValue());

}

}

}

The out is

Total Map Contents : {com.hm.Emp@b=P-2}

Deba<--->P-2

It means that when you first entered the key, the key will be stored which will not be replaced. When you entered the second key, Map internally checks whether it is the same key or not as per the rules, if it is the same, then it replaces the value but not the key. That is why you got the weired result. The above output gives astonished result. If you observe the above Emp class, you can observe that we have overridden the hashcode() method and while overidding the equals() method we are returning true value. What will happen if we return the false value for the equals() method ? Let us see below.

package com.hm;

public class Emp

{

public String name;

@Override

public boolean equals(Object obj)

{

return false;

}

@Override

public int hashCode()

{

return 11;

}

}

package com.hm;

import java.util.HashMap;

import java.util.Iterator;

import java.util.Map;

public class Test

{

public static void main(String[] args)

{

Emp e = new Emp();

e.name = "Deba";

Emp e1 = new Emp();

e1.name = "Piku";

Emp e2 = new Emp();

e2.name = "Shyam";

HashMap hm = new HashMap();

hm.put(e, "D-1");

hm.put(e1, "P-2");

hm.put(e2, "S-3");

System.out.println("Total Map Contents : "+hm);

Iterator itr = hm.entrySet().iterator();

while( itr.hasNext() )

{

Map.Entry me = (Map.Entry)itr.next();

Emp emp = (Emp)me.getKey();

System.out.println(emp.name+"<--->"+me.getValue());

}

}

}

The out is

Total Map Contents : {com.hm.Emp@b=S-3, com.hm.Emp@b=P-2, com.hm.Emp@b=D-1}

Shyam<--->S-3

Piku<--->P-2

Deba<--->D-1

Here you can see the output is correct. It means that even if hashCode is same for all the objects, the equals method returns false, it means objects are apprently different from each other. So the baseline is that if the hashcodes for the objects are same , still objects are different by the equality. While retriving, java compares the key's equals method into consideration, that is why we override equals() and hashCode() method.

Case-3. Simple object with equals() and hashCode() overridden, two instances of same object, but hashCode are not equal and equals() method returns always true. In the above case hashCode() method always returns the different value based on some calculation but equals() method returns always true.

package com.hm;

public class Emp

{

public String name;

@Override

public boolean equals(Object obj)

{

return true;

}

@Override

public int hashCode()

{

int val = 0;

for( int i = 0 ; i < name.length() ; i++ )

{

val+= name.charAt(i);

}

// System.out.println("Val --->"+val);

return val;

}

}

package com.hm;

import java.util.HashMap;

import java.util.Iterator;

import java.util.Map;

public class Test

{

public static void main(String[] args)

{

Emp e = new Emp();

e.name = "Deba";

Emp e1 = new Emp();

e1.name = "Piku";

Emp e2 = new Emp();

e2.name = "Shyam";

HashMap hm = new HashMap();

hm.put(e, "D-1");

hm.put(e1, "P-2");

hm.put(e2, "S-3");

System.out.println("Total Map Contents : "+hm);

Iterator itr = hm.entrySet().iterator();

while( itr.hasNext() )

{

Map.Entry me = (Map.Entry)itr.next();

Emp emp = (Emp)me.getKey();

System.out.println(emp.name+"<--->"+me.getValue());

}

}

}

The out is

Total Map Contents : {com.hm.Emp@199=P-2, com.hm.Emp@202=S-3, com.hm.Emp@16c=D-1}

Piku<--->P-2

Shyam<--->S-3

Deba<--->D-1

In this case output is correct because, java Map uses different buckets based upon the hashCode,

so there is no problem at all.

Case-4. Simple object with equals() and hashCode() overridden with different logic.

package com.hm;

public class Emp

{

public String name;

@Override

public boolean equals(Object obj)

{

//If objects have the same name, then they are equal

Emp emp = (Emp)obj;

if( emp.name.equals(this.name))

return true;

else

return false;

}

@Override

public int hashCode()

{

int val = 0;

for( int i = 0 ; i < name.length() ; i++ )

{

val+= name.charAt(i);

}

// System.out.println("Val --->"+val);

return val;

}

}

package com.hm;

import java.util.HashMap;

import java.util.Iterator;

import java.util.Map;

public class Test

{

public static void main(String[] args)

{

Emp e = new Emp();

e.name = "Deba";

Emp e1 = new Emp();

e1.name = "Piku";

Emp e2 = new Emp();

e2.name = "Shyam";

Emp e4 = new Emp();

e4.name = "Piku";

HashMap hm = new HashMap();

hm.put(e, "D-1");

hm.put(e1, "P-2");

hm.put(e2, "S-3");

hm.put(e4, "P-4");

System.out.println("Total Map Contents : "+hm);

Iterator itr = hm.entrySet().iterator();

while( itr.hasNext() )

{

Map.Entry me = (Map.Entry)itr.next();

Emp emp = (Emp)me.getKey();

System.out.println(emp.name+"<--->"+me.getValue());

}

}

}

The out is

Total Map Contents : {com.hm.Emp@199=P-4, com.hm.Emp@202=S-3, com.hm.Emp@16c=D-1}

Piku<--->P-4

Shyam<--->S-3

Deba<--->D-1

In this case al though there are four object, two objects are equal according to equality as they have the same name. In this case the same concept remains, key will be intact and value will will be replaced.

One question automatically comes to our mind that is it possible that objects are equal evenif they have

distinct hashCode . Let us see the example below.

package com.hm;

public class Emp

{

public String name;

@Override

public boolean equals(Object obj)

{

return true;

}

@Override

public int hashCode()

{

int val = 0;

for( int i = 0 ; i < name.length() ; i++ )

{

val+= name.charAt(i);

}

// System.out.println("Val --->"+val);

return val;

}

}

package com.hm;

public class Test2

{

public static void main(String[] args)

{

Emp e = new Emp();

e.name = "Deba";

Emp e1 = new Emp();

e1.name = "Piku";

Emp e2 = new Emp();

e2.name = "Shyam";

boolean equalsValue = e.equals(e1) & e1.equals(e2) & e2.equals(e);

System.out.println("Final Boolean Equals Value ->"+equalsValue);

boolean equals2EqualsValue = (e==e1 & e1==e2 & e2==e);

System.out.println("Final Boolean Equals2Equals Value ->"+equals2EqualsValue);

System.out.println("e hashCode : "+e.hashCode());

System.out.println("e1 hashCode : "+e1.hashCode());

System.out.println("e2 hashCode : "+e2.hashCode());

}

}

The output is

Final Boolean Equals Value ->true

Final Boolean Equals2Equals Value ->false

e hashCode : 364

e1 hashCode : 409

e2 hashCode : 514

In this case all objects are equal, but this is not a case of equivalence relation.

**More about HashMap Concept**

"What will happen if two different objects have same hashcode?”

Now from here confusion starts some time interviewer will say that since Hashcode is equal objects are equal and HashMap will throw exception or not store it again etc. then you might want to remind them about equals and hashCode() contract that two unequal object in Java very much can have equal hashcode. Some will give up at this point and some will move ahead and say "Since hashcode () is same, bucket location would be same and collision occurs in hashMap, Since HashMap use a linked list to store in bucket, value object will be stored in next node of linked list." great this answer make sense to me though there could be some other collision resolution methods available this is simplest and HashMap does follow this. But story does not end here and final questions interviewer ask like "How will you retreive if two different objects have same hashcode?” Interviewee will say we will call get() method and then HashMap uses keys hashcode to find out bucket location and retrieves object but then you need to remind him that there are two objects are stored in same bucket , so they will say about traversal in linked list until we find the value object , then you ask how do you identify value object because you don't value object to compare ,So until they know that HashMap stores both Key and Value in linked list node they won't be able to resolve this issue and will try and fail.

But those bunch of people who remember this key information will say that after finding bucket location , we will call keys.equals() method to identify correct node in linked list and return associated value object for that key in Java HashMap. Perfect this is the correct answer.

In many cases interviewee fails at this stage because they get confused between hashcode () and equals () and keys and values object in hashMap which is pretty obvious because they are dealing with the hashcode () in all previous questions and equals () come in picture only in case of retrieving value object from HashMap. Some good developer point out here that using immutable, final object with proper equals () and hashcode () implementation would act as perfect Java HashMap keys and improve performance of Java hashMap by reducing collision. Immutability also allows caching there hashcode of different keys which makes overall retrieval process very fast and suggest that String and various wrapper classes e.g Integer provided by Java Collection API are very good HashMap keys.

Now if you clear all this java hashmap interview question you will be surprised by this very interesting question "What happens On HashMap in Java if the size of the Hashmap exceeds a given threshold defined by load factor ?". Until you know how hashmap works exactly you won't be able to answer this question. if the size of the map exceeds a given threshold defined by load-factor e.g. if load factor is .75 it will act to re-size the map once it filled 75%. Java Hashmap does that by creating another new bucket array of size twice of previous size of hashmap, and then start putting every old element into that new bucket array and this process is called rehashing because it also applies hash function to find new bucket location. If you manage to answer this question on hashmap in java you will be greeted by "do you see any problem with resizing of hashmap in Java" , you might not be able to pick the context and then he will try to give you hint about multiple thread accessing the java hashmap and potentially looking for race condition on HashMap in Java.

So the answer is Yes there is potential race condition exists while resizing hashmap in Java, if two thread at the same time found that now Java Hashmap needs resizing and they both try to resizing. on the process of resizing of hashmap in Java , the element in bucket which is stored in linked list get reversed in order during there migration to new bucket because java hashmap doesn't append the new element at tail instead it append new element at head to avoid tail traversing. if race condition happens then you will end up with an infinite loop. though this point you can potentially argue that what the hell makes you think to use HashMap in multi-threaded environment to interviewer :)

I like this question because of its depth and number of concept it touches indirectly, if you look at questions asked during interview this HashMap questions has verified Concept of hashing Collision resolution in HashMap

**Use of equals () and hashCode () method and there importance?**

Benefit of immutable object? race condition on hashmap in Java , Resizing of Java HashMap

Just to summarize here are the answers which does makes sense for above questions

**How HashMAp works in Java**

HashMap works on principle of hashing, we have put () and get () method for storing and retrieving object form hashMap.When we pass an both key and value to put() method to store on HashMap, it uses key object hashcode() method to calculate hashcode and they by applying hashing on that hashcode it identifies bucket location for storing value object. While retrieving it uses key object equals method to find out correct key value pair and return value object associated with that key. HashMap uses linked list in case of collision and object will be stored in next node of linked list. Also hashMap stores both key+value tuple in every node of linked list. **What will happen if two different HashMap key objects have same hashcode?** They will be stored in same bucket but no next node of linked list. And keys equals () method will be used to identify correct key value pair in HashMap. In terms of usage HashMap is very versatile and I have mostly used hashMap as cache in electronic trading application I have worked . Since finance domain used Java heavily and due to performance reason we need caching a lot HashMap comes as very handy there.

Let us take another example of a peculiar scenario.

Let us put our custom object and Integer object in Map.

package com.hm;

public class Emp

{

public String name;

@Override

public boolean equals(Object obj)

{

return true;

}

@Override

public int hashCode()

{

return 11;

}

}

package com.hm;

import java.util.HashMap;

import java.util.Iterator;

import java.util.Map;

public class Test2

{

public static void main(String[] args)

{

Emp e = new Emp();

e.name = "Deba";

Integer i = new Integer(11);

System.out.println( "By Equality --->"+e.equals(i));

HashMap hm = new HashMap();

hm.put(e, "D-1");

hm.put(i, "E");

System.out.println("Total Map Contents : "+hm);

Iterator itr = hm.entrySet().iterator();

while( itr.hasNext() )

{

Map.Entry me = (Map.Entry)itr.next();

System.out.println(me.getKey()+"<--->"+me.getValue());

}

System.out.println("Get the value for emp type is the key : "+hm.get(e));

}

}

The output is given below.

By Equality --->true

Total Map Contents : {11=E, com.hm.Emp@b=D-1}

11<--->E

com.hm.Emp@b<--->D-1

Get the value for emp type is the key : E

In this case we unable to use the appropriate usage of get() method of HashMap and we get different result although it displays the total contents using iterator.

How does java Hashmap work internally

***What is Hashing?***  
Hashing in its simplest form, is a way to assigning a unique code for any variable/object after applying any formula/algorithm on its properties. A true Hashing function must follow this rule:  
  
Hash function should return the same hash code each and every time, when function is applied on same or equal objects. In other words, two equal objects must produce same hash code consistently.  
  
***Note:*** All objects in java inherit a default implementation of **hashCode()** function defined in Object class. This function produce hash code by typically converting the internal address of the object into an integer, thus producing different hash codes for all different objects.  
  
**HashMap is an array of Entry objects**  
Consider HashMap as just an array of objects.  
  
Have a look what this Object is:  
static class Entry<K,V> implements Map.Entry<K,V> {

final K key;

V value;

Entry<K,V> next;

final int hash;

...

}

Each Entry object represents key-value pair. Field next refers to other Entry object if a bucket has more than 1 Entry.  
  
Sometimes it might happen that ***hashCodes***for 2 different objects are the same. In this case 2 objects will be saved in one bucket and will be presented as ***LinkedList***. The entry point is more recently added object. This object refers to other object with next field and so one. Last entry refers to null.  
When you create ***HashMap***with default constructor

HashMap hashMap = **new** HashMap();

Array is gets created with size 16 and default 0.75 load balance.
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**Adding a new key-value pair**

1. Calculate ***hashcode***for the key
2. Calculate position hash % (arrayLength-1)) where element should be placed(bucket number)
3. If you try to add a value with a key which has already been saved in ***HashMap***, then value gets overwritten.
4. Otherwise element is added to the bucket. If bucket has already at least one element - a new one is gets added and placed in the first position in the bucket. Its next field refers to the old element.

**Deletion:**

1. Calculate ***hashcode***for the given key
2. Calculate bucket number (hash % (arrayLength-1))
3. Get a reference to the first Entry object in the bucket and by means of equals method iterate over all entries in the given bucket. Eventually we will find correct Entry. If desired element is not found - return null

**What *put()* method actually does:**  
Before going into **put()** method’s implementation, it is very important to learn that instances of ***Entry***class are stored in an array.***HashMap***class defines this variable as:

**transient** Entry[] table;

public V put(K key, V value) {

if (key == null)

return putForNullKey(value);

int hash = hash(key.hashCode());

int i = indexFor(hash, table.length);

for (Entry<k , V> e = table[i]; e != null; e = e.next) {

Object k;

if (e.hash == hash && ((k = e.key) == key || key.equals(k))) {

V oldValue = e.value;

e.value = value;

e.recordAccess(this);

return oldValue;

}

}

modCount++;

addEntry(hash, key, value, i);

return null;

}

**Lets note down the steps one by one:**  
  
**Step1-** First of all, key object is checked for null. If key is null, value is stored in table[0] position. Because hash code for null is always 0.  
  
**Step2**- Then on next step, a hash value is calculated using key’s hash code by calling its **hashCode()** method. This hash value is used to calculate index in array for storing Entry object. JDK designers well assumed that there might be some poorly written***hashCode()*** functions that can return very high or low hash code value. To solve this issue, they introduced another hash() function, and passed the object’s hash code to this hash() function to bring hash value in range of array index size.  
  
**Step3-**Now***indexFor(hash, table.length)*** function is called to calculate exact index position for storing the Entry object.  
  
**Step4**- Here comes the main part. Now, as we know that two unequal objects can have same hash code value, how two different objects will be stored in same array location [called bucket].  
  
Answer is **LinkedList**. If you remember, Entry class had an attribute “next”. This attribute always points to next object in chain. This is exactly the behavior of LinkedList.  
  
So, in case of collision, Entry objects are stored in LinkedList form. When an Entry object needs to be stored in particular index, HashMap checks whether there is already an entry?? If there is no entry already present, Entry object is stored in this location.  
  
If there is already an object sitting on calculated index, its next attribute is checked. If it is null, and current Entry object becomes next node in LinkedList. If next variable is not null, procedure is followed until next is evaluated as null.  
  
What if we add the another value object with same key as entered before. Logically, it should replace the old value. How it is done? Well, after determining the index position of Entry object, while iterating over LinkedList on calculated index, HashMap calls equals method on key object for each Entry object. All these Entry objects in LinkedList will have similar hash code but equals() method will test for true equality. If key.equals(k) will be true then both keys are treated as same key object. This will cause the replacing of value object inside Entry object only.  
  
In this way, HashMap ensure the uniqueness of keys.  
  
**How *get()* methods works internally**  
Now we have got the idea, how key-value pairs are stored in HashMap. Next big question is : what happens when an object is passed in get method of HashMap? How the value object is determined?  
  
Answer we already should know that the way key uniqueness is determined in put() method , same logic is applied in get() method also. The moment HashMap identify exact match for the key object passed as argument, it simply returns the value object stored in current Entry object.  
  
If no match is found, get() method returns null.  
  
Let have a look at code:

public V get(Object key) {

if (key == null)

return getForNullKey();

int hash = hash(key.hashCode());

for (Entry<k , V> e = table[indexFor(hash, table.length)]; e != null; e = e.next) {

Object k;

if (e.hash == hash && ((k = e.key) == key || key.equals(k)))

return e.value;

}

return null;

}

**Hierarchy of *LinkedHashMap*class:**

![http://1.bp.blogspot.com/-jdRUggrjW00/UcWPbNGHz4I/AAAAAAAADmQ/lhSQBZK3e0Q/s1600/linkedhashmap.JPG](data:image/jpeg;base64,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)

**Methods of HashMap**

static int hash(int h) {

// This function ensures that hashCodes that differ only by

// constant multiples at each bit position have a bounded

// number of collisions (approximately 8 at default load factor).

**h ^= (h >>> 20) ^ (h >>> 12);**

**return h ^ (h >>> 7) ^ (h >>> 4);**

}

/\*\*

\* Returns index for hash code h.

\*/

static int indexFor(int h, int length) {

**return h & (length-1);**

}

As the HashMap is always a power of 2 in size you can use as **hash = (null != key) ? hash(key) : 0;**

**bucketIndex = indexFor(hash, table.length);**

**public** V put(K key, V value) {

**if** (table == *EMPTY\_TABLE*) {

inflateTable(threshold);

}

**if** (key == **null**)

**return** putForNullKey(value);

**int** hash = hash(key);

**int** i = *indexFor*(hash, table.length);

**for** (Entry<K,V> e = table[i]; e != **null**; e = e.next) {

Object k;

**if** (e.hash == hash && ((k = e.key) == key || **key.equals(k)))** {

V oldValue = e.value;

e.value = value;

e.recordAccess(**this**);

**return** oldValue;

}

}

modCount++;

addEntry(hash, key, value, i);

**return** **null**;

}

**private** V putForNullKey(V value) {

**for** (Entry<K,V> e = table[0]; e != **null**; e = e.next) {

**if** (e.key == **null**) {

V oldValue = e.value;

e.value = value;

e.recordAccess(**this**);

**return** oldValue;

}

}

modCount++;

addEntry(0, **null**, value, 0);

**return** **null**;

}

**void** resize(**int** newCapacity) {

Entry[] oldTable = table;

**int** oldCapacity = oldTable.length;

**if** (oldCapacity == *MAXIMUM\_CAPACITY*) {

threshold = Integer.*MAX\_VALUE*;

**return**;

}

Entry[] newTable = **new** Entry[newCapacity];

transfer(newTable, initHashSeedAsNeeded(newCapacity));

table = newTable;

threshold = (**int**)Math.*min*(newCapacity \* loadFactor, *MAXIMUM\_CAPACITY* + 1);

}

**public** V get(Object key) {

**if** (key == **null**)

**return** getForNullKey();

Entry<K,V> entry = getEntry(key);

**return** **null** == entry ? **null** : entry.getValue();

}

**private** V getForNullKey() {

**if** (size == 0) {

**return** **null**;

}

**for** (Entry<K,V> e = table[0]; e != **null**; e = e.next) {

**if** (e.key == **null**)

**return** e.value;

}

**return** **null**;

}

**final** Entry<K,V> getEntry(Object key) {

**if** (size == 0) {

**return** **null**;

}

**int** hash = (key == **null**) ? 0 : hash(key);

**for** (Entry<K,V> e = table[*indexFor*(hash, table.length)];

e != **null**;

e = e.next) {

Object k;

**if** (e.hash == hash &&

((k = e.key) == key || (key != **null** && key.equals(k))))

**return** e;

}

**return** **null**;

}

/\*\*

\* The default initial capacity - MUST be a power of two.

\*/

**static** **final** **int** *DEFAULT\_INITIAL\_CAPACITY* = 16;

/\*\*

\* The maximum capacity, used if a higher value is implicitly specified

\* by either of the constructors with arguments.

\* MUST be a power of two <= 1<<30.

\*/

**static** **final** **int** *MAXIMUM\_CAPACITY* = 1 << 30;

hashcode method is used at the time of put and get, equals method is used at the time of get for collision and while inserting to check for duplicate.

**How TreeMap Works**

Treemap main advantage is that it allows to store the key-value mappings in a sorted order. Treemap internally uses red black tree.

From the javadocs:

A Red-Black tree based NavigableMap implementation. The map is sorted according to the natural ordering of its keys, or by a Comparator provided at map creation time, depending on which constructor is used.

This implementation provides guaranteed log(n) time cost for the containsKey, get, put and remove operations. Algorithms are adaptations of those in Cormen, Leiserson, and Rivest's Introduction to Algorithms.

**Red-black** tree from Wiki:

A red–black tree is a type of self-balancing binary search tree, a data structure used in computer science. The self-balancing is provided by painting each node with one of two colors (these are typically called 'red' and 'black', hence the name of the trees) in such a way that the resulting painted tree satisfies certain properties that don't allow it to become significantly unbalanced. When the tree is modified, the new tree is subsequently rearranged and repainted to restore the coloring properties. The properties are designed in such a way that this rearranging and recoloring can be performed efficiently. The balancing of the tree is not perfect but it is good enough to allow it to guarantee searching in O(log n) time, where n is the total number of elements in the tree. The insertion, and deletion operations, along with the tree rearrangement and recoloring are also performed in O(log n)

Basic source code for treemap is given below.

final int compare(Object k1, Object k2) {

return comparator==null ? ((Comparable<? super K>)k1).compareTo((K)k2)

: comparator.compare((K)k1, (K)k2);

}

public V put(K key, V value) {

Entry<K,V> t = root;

if (t == null) {

compare(key, key); // type (and possibly null) check

root = new Entry<>(key, value, null);

size = 1;

modCount++;

return null;

}

int cmp;

Entry<K,V> parent;

// split comparator and comparable paths

Comparator<? super K> cpr = comparator;

if (cpr != null) {

do {

parent = t;

cmp = cpr.compare(key, t.key);

if (cmp < 0)

t = t.left;

else if (cmp > 0)

t = t.right;

else

return t.setValue(value);

} while (t != null);

}

else {

if (key == null)

throw new NullPointerException();

Comparable<? super K> k = (Comparable<? super K>) key;

do {

parent = t;

cmp = k.compareTo(t.key);

if (cmp < 0)

t = t.left;

else if (cmp > 0)

t = t.right;

else

return t.setValue(value);

} while (t != null);

}

Entry<K,V> e = new Entry<>(key, value, parent);

if (cmp < 0)

parent.left = e;

else

parent.right = e;

fixAfterInsertion(e);

size++;

modCount++;

return null;

}

public V get(Object key) {

Entry<K,V> p = getEntry(key);

return (p==null ? null : p.value);

}

final Entry<K,V> getEntry(Object key) {

// Offload comparator-based version for sake of performance

if (comparator != null)

return getEntryUsingComparator(key);

if (key == null)

throw new NullPointerException();

Comparable<? super K> k = (Comparable<? super K>) key;

Entry<K,V> p = root;

while (p != null) {

int cmp = k.compareTo(p.key);

if (cmp < 0)

p = p.left;

else if (cmp > 0)

p = p.right;

else

return p;

}

return null;

}

final Entry<K,V> getEntryUsingComparator(Object key) {

K k = (K) key;

Comparator<? super K> cpr = comparator;

if (cpr != null) {

Entry<K,V> p = root;

while (p != null) {

int cmp = cpr.compare(k, p.key);

if (cmp < 0)

p = p.left;

else if (cmp > 0)

p = p.right;

else

return p;

}

}

return null;

}

**HashSet**

public class HashSet<E> extends AbstractSet<E> implements Set<E>, Cloneable, java.io.Serializable

{

**private transient HashMap<E,Object> map;**

private static final Object PRESENT = new Object();// Dummy value to associate with an Object in the backing Map

public HashSet() {

map = new HashMap<E,Object>();

}

public Iterator<E> iterator() {

return map.keySet().iterator();

}

public boolean add(E e) {

return map.put(e, PRESENT)==null;

}

public boolean remove(Object o) {

return map.remove(o)==PRESENT;

}

private void writeObject(java.io.ObjectOutputStream s)

throws java.io.IOException {

// Write out any hidden serialization magic

s.defaultWriteObject();

s.writeInt(map.capacity());// Write out HashMap capacity and load factor

s.writeFloat(map.loadFactor());

s.writeInt(map.size());// Write out size

for (Iterator i=map.keySet().iterator(); i.hasNext(); ) // Write out all elements in the proper order.

s.writeObject(i.next());

}

private void readObject(java.io.ObjectInputStream s)

throws java.io.IOException, ClassNotFoundException {

// Read in any hidden serialization magic

s.defaultReadObject();

int capacity = s.readInt();// Read in HashMap capacity and load factor and create backing HashMap

float loadFactor = s.readFloat();

map = (((HashSet)this) instanceof LinkedHashSet ?

new LinkedHashMap<E,Object>(capacity, loadFactor) :

new HashMap<E,Object>(capacity, loadFactor));

// Read in size

int size = s.readInt();

for (int i=0; i<size; i++) { // Read in all elements in the proper order.

E e = (E) s.readObject();

map.put(e, PRESENT);

}

}

}

**TreeSet**

public class TreeSet<E> extends AbstractSet<E> implements NavigableSet<E>, Cloneable, java.io.Serializable

{

**private transient NavigableMap<E,Object> m;**

// Dummy value to associate with an Object in the backing Map

private static final Object PRESENT = new Object();

public TreeSet(Comparator<? super E> comparator) {

this(new TreeMap<E,Object>(comparator));

}

public Iterator<E> iterator() {

return m.navigableKeySet().iterator();

}

public Iterator<E> descendingIterator() {

return m.descendingKeySet().iterator();

}

public NavigableSet<E> descendingSet() {

return new TreeSet(m.descendingMap());

}

public boolean add(E e) {

return m.put(e, PRESENT)==null;

}

public boolean remove(Object o) {

return m.remove(o)==PRESENT;

}

public NavigableSet<E> headSet(E toElement, boolean inclusive) {

return new TreeSet<E>(m.headMap(toElement, inclusive));

}

public NavigableSet<E> tailSet(E fromElement, boolean inclusive) {

return new TreeSet<E>(m.tailMap(fromElement, inclusive));

}

public SortedSet<E> subSet(E fromElement, E toElement) {

return subSet(fromElement, true, toElement, false);

}

public E first() {

return m.firstKey();

}

public E last() {

return m.lastKey();

}

public E lower(E e) {

return m.lowerKey(e);

}

public E floor(E e) {

return m.floorKey(e);

}

public E ceiling(E e) {

return m.ceilingKey(e);

}

public E higher(E e) {

return m.higherKey(e);

}

private void writeObject(java.io.ObjectOutputStream s)

throws java.io.IOException {

// Write out any hidden stuff

s.defaultWriteObject();

// Write out Comparator

s.writeObject(m.comparator());

// Write out size

s.writeInt(m.size());

// Write out all elements in the proper order.

for (Iterator i=m.keySet().iterator(); i.hasNext(); )

s.writeObject(i.next());

}

private void readObject(java.io.ObjectInputStream s)

throws java.io.IOException, ClassNotFoundException {

// Read in any hidden stuff

s.defaultReadObject();

// Read in Comparator

Comparator<? super E> c = (Comparator<? super E>) s.readObject();

// Create backing TreeMap

TreeMap<E,Object> tm;

if (c==null)

tm = new TreeMap<E,Object>();

else

tm = new TreeMap<E,Object>(c);

m = tm;

// Read in size

int size = s.readInt();

tm.readTreeSet(size, s, PRESENT);

}

}

**LinkedHashSet**

public class LinkedHashSet<E> extends HashSet<E> implements Set<E>, Cloneable, java.io.Serializable

{

public LinkedHashSet(int initialCapacity, float loadFactor) {

super(initialCapacity, loadFactor, true);

}

public LinkedHashSet(int initialCapacity) {

super(initialCapacity, .75f, true);

}

public LinkedHashSet() {

super(16, .75f, true); // This internally calls the following of the HashSet class

//HashSet(int initialCapacity, float loadFactor, boolean dummy) {

//map = new LinkedHashMap<E,Object>(initialCapacity, loadFactor);

//}

}

}

**LinkedHashMap Implementation in Java**

*LinkedHashMap*is one of the most commonly used *Map*implementation in Java. *LinkedHashMap* inherits from*HashMap*and implements Map interface. So basic building block is same as that of HashMap. It will be appropriate to over *HashMap* internals before delving into details of *LinkedHashMap*. I have already discussed HashMap internals[here](http://geekrai.blogspot.in/2013/06/hashmap-implementation-in-java.html).  This post talks about the delta which *LinkedHashMap*adds on top of *HashMap*.

**Building Blocks**

*LinkedHashMap*uses same array structure as used by *HashMap*. This means that it stores data in the array of Entry objects. Let's cover major aspects of *LinkedHashMap*.

***Entry* :**HashMap stores objects in random order. Even in LinkedHashMap objects are put in the same way; but with some extra overheads all these objects are interconnected to maintain a particular order. Let's see how Entry object differs here with respect to HashMap Entry.

**static class Entry<K,V> extends HashMap.Entry<K,V>{**

**Entry<K,V> before, after;**

**Entry(int hash, K key, V value, HashMap.Entry<K,V) next){**

**super(hash,key,value,next);**

**}**

**}**

So LinkedHashMap's Entry class adds two extra pointers *before*and *after*to form a doubly linked list. *HashMap.Entry* is defined in HashMap internals [post](http://geekrai.blogspot.in/2013/06/hashmap-implementation-in-java.html).  
  
***Header:***Stores the head of the doubly linked list. Notice the way it is getting initialized/constructed at below snippet. *This means that header is both start as well as end of the doubly linked list.*  
  
       **Entry<K,V> header;**  
**//construction or initialization**  
**header = new Entry<>(-1, null, null, null);**  
**header.before = header.after = header;**  
 ***AccessOrder :***This defines the order in which you can iterate a *LinkedHashMap*. It supports access-order as well as insertion-order. Default constructor supports insertion order (as shown below).  
            
        **boolean accessOrder;**  
 **public LinkedHashMap(){**  
**super();**  
**accessOrder = false;**  
**}**  
  
Other aspects like size, load factor, capacity, threshold etc remain unchanged.

**Introspection**

Let's do similar exercise as done in HashMap post, to store fruits inside LinkedHashMap and introspect internal details.

**public class LinkedHashMapSimul {**

**static Map<String, Integer> map;**

**// Actual Method from HashMap library**

**static int indexFor(int h, int length) {**

**return h & (length - 1);**

**}**

**// Actual Method from HashMap library**

**static int hash(int h) {**

**h ^= (h >>> 20) ^ (h >>> 12);**

**return h ^ (h >>> 7) ^ (h >>> 4);**

**}**

**public static void interrospect() {**

**try {**

**Class<?> c = map.getClass();**

**c = c.getSuperclass();**

**Field f = c.getDeclaredField("size");**

**f.setAccessible(true);**

**int size = f.getInt(map);**

**f = c.getDeclaredField("loadFactor");**

**f.setAccessible(true);**

**float loadFactor = f.getFloat(map);**

**f = c.getDeclaredField("threshold");**

**f.setAccessible(true);**

**int threshold = f.getInt(map);**

**f = c.getDeclaredField("modCount");**

**f.setAccessible(true);**

**int modCount = f.getInt(map);**

**Method m = c.getDeclaredMethod("capacity", null);**

**m.setAccessible(true);**

**int capacity = (Integer) m.invoke(map, null);**

**System.out.println("Size: " + size + "; LoadFactor: " + loadFactor**

**+ "; Threashold: " + threshold + "; ModCount: " + modCount**

**+ " ; capacity :" + capacity);**

**} catch (SecurityException e) {**

**e.printStackTrace();**

**} catch (NoSuchFieldException e) {**

**e.printStackTrace();**

**} catch (IllegalArgumentException e) {**

**e.printStackTrace();**

**} catch (IllegalAccessException e) {**

**e.printStackTrace();**

**} catch (NoSuchMethodException e) {**

**e.printStackTrace();**

**} catch (InvocationTargetException e) {**

**e.printStackTrace();**

**}**

**}**

**public static void main(String[] args) {**

**map = new LinkedHashMap<String, Integer>();**

**map.put("guava", indexFor(hash("guava".hashCode()), 16));**

**map.put("mango", indexFor(hash("mango".hashCode()), 16));**

**map.put("pear", indexFor(hash("pear".hashCode()), 16));**

**map.put("banana", indexFor(hash("banana".hashCode()), 16));**

**System.out.println(" Map :" + map);**

**interrospect();**

**}**

**}**

**Output**

 Map :{guava=5, mango=9, pear=15, banana=1}

Size: 4; LoadFactor: 0.75; Threashold: 12; ModCount: 4 ; capacity :16

So the output confirms that the iteration order is same as insertion. Above class creates default *LinkedHashMap*; which means initial capacity is 16, load factor is 0.75 and accessOrder is false. Below diagram shows the mapping of above items in the Entry array. Note that linked list begins from header and ends at header.

[![http://2.bp.blogspot.com/-Y9Qm6DdfgeI/Ubyo7c2YO2I/AAAAAAAAHAQ/vtczc00RTX0/s1600/LinkedHashMap.png](data:image/png;base64,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)](http://2.bp.blogspot.com/-Y9Qm6DdfgeI/Ubyo7c2YO2I/AAAAAAAAHAQ/vtczc00RTX0/s1600/LinkedHashMap.png)